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Abstract

The graphical user interface has been accepted as being one of the most important parts of user
interactive software projects. Until :ecen'.ly, however, the design and implementation of such interfaces
in Ada was a long and.difficult process. A solution to this problem was found with the introduction
of the X Window System in the mid 1980's. These C libraries make it relatively easy to construct
sophisticated user interfaces. In the last couple of years, several organizations have developed bindings
to, or implementations of, the X Window System software for use in Ada programs. This paper discusses
these efforts in general and concentrates on two sets of bindings that were used in the development of
a graphical user interface for a computer wargame.

1 Introduction

The user interface is the component of the application through which the user's actions are translated into
one or more requests for services of the applications, and that provides feedback concerning the outcome
of the requested actions [9]. Because of the importance of this interaction, the design of efficient and easy
to use user interfaces is receiving increased attention. Most people now realize that if an application has
a user interface that is "unfriendly" or difficult to-use, it is probably going to sit on the shelf unused.
Also, user interfaces using some type of windowing system are fast becoming a common feature of most
computer systems. As a result, users tend to expect all application programs to have a professional,
polished user-friendly interface [16]. Most programming languages, including the Ada language, have only
rudimentary input and output (I/0) capabilities. As such, user interface programmers had to develop some
other methods for anything except simple line or character I/O.

The introduction of the X Window System in the mid 1980's changed the way user interfaces were
developed. The X Window System, or X, is a collection (library) of subroutines, written in the C language,
that allows for the creation and manipulation of graphical user interfaces using multiple windows. These
subroutines provide the mechanism to achieve the goals previously discussed.

Recognizing the importance of X to the development of user interfaces, some members of the Ada
community began working on ways to access the X Window System from within Ada programs. The first
efforts involved developing bindings to the X routines. Subsequent efforts have looked at ways to implement
X in the Ada language.

This paper briefly discusses the X Window System and some of the more significant accomplishments
in accessing X from Ada programs. Particular attention is paid to the bindings developed by Stephen
Ilyland formerly of Science Applications International Corporation and E.J. Jones of Boeing Aerospace
Corporation. We discuss how these bindings were successfully used at the Air Force Institute of Technology
for the design and implementation of a user interface for the Saber computer wargame. Ve describe how
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to create new bindings along with a summary of problems encountered when combining various sets of
bindings in a single application. The paper ends with a description of the impact of the X Window System
on an object-oriented design and some of the limitations of the bindings.

2 The X Window System

The X Window System, or X, is a device independent, network transparent windowing system that allows
for the development of portable graphical user interfaces [10, 11, 16]. It was developed in the mid 1980's
at the Massachusetts Institute of Technology (MIT) in response to a need to execute graphical software on
several different types of incompatible workstations. Robert Scheifler of MIT and James Gettys of Digital
Equipment Corporation (DEC) developed X with the primary goals of portability and extensibility [11].
Another major consideration was to restrict the applications developer as little as possible. As a result, X

... provides mechanism rather than policy" [5:xvii].
To achieve these goals, the X Window System relies on the fundamental principles of network trans-

parency and a request/event system. In X, each workstation that is to display graphical information (i.e.,
windows or their contents) must have 4 process called the X server. According to Douglas Young, the X
server "... creates and manipulates windows on the screen, produces text and graphics, and handles input
devices such as a keyboard and mouse" [16:2]. A client, on the other hand, is any application program
that uses the services of the X server. The clients and servers communicate with each other by sending
requests and event notifications over a network.

When a client wants to perform some action on the display, it communicates this desire by issuing a
request to the appropriate X server. Y6ung states:

Clients typically request the server to create, destroy, or reconfigure windows, or to display
text or graphics in a window. Clients can also request information about the current state of
windows or other resources. [16:4]

The X server, conversely, communicates with clients by issuing event notifications. Event notifications
are sent in response to such user actions as moving a mouse into a window, by pressing a mouse button.
or pressing a key on the keyboard. The X server also sends event notifications when the state of a window
changes [16]. Applications programs act on these events by registering callbacks with the X Window
System. A callback is simply a procedure or function that is to be executed when a specific event occurs.

2.1 Xlib

The X Window System was designed to provide the mechanisms for the application program to control
what is seen on the display screen. The programmer is not constrained by any particular user interface
policy. These mechanisms are embodied in a library of C functions known as Xlib. The Xlib routines
allow for client control over the display, windows, and input devices. Additionally, the functions provide
the capability for clients to design such things as menus, scroll bars, and dialog boxes.

2.2 Toolkits

While applications programmers can use the Xlib routines to accomplish any task in X, many find the
low-level routines tedious and difficult to use. Jay Tevis[12] noted that the simple action of creating and
customizing a new window on the display takes at least 24 calls to Xlib. To simplify the development of
applications programs, many toolkits have been developed. Toolkits can be viewed as libraries of graphical
programs layered on top of Xlib. They were designed to hide the details of Xlib, making it easier to develop
X applications.

'[here are several toolkits available today. Some of the better known ones include: the X Toolkit
(Xt) frouin MIT, the Xrlib Toolkit (Xr) from llewlett-Packad (11P), Open Look and XView from Stitt
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Microsystems, and Andrew from Carnegie Mellon University. "Of those listed, Xt is one of the most
popular [4]. Along with Xlib, it is delivered as a standard part of the X Window System.

Xt is an object-oriented toolkit used to build the higher level components that make up the user interface
[4]. It consists of a layer called the Xt Intrinsics along with a collection of user interface components called
widgets. Widget sets typically consist of objects such as scroll bars, title bars, menus, dialog boxes and
buttons. In keeping with the X philosophy, the Xt Intrinsics layer remains policy free. As such, it only
provides mechanisms that do not affect the "look and feel" (outward appearance and behavior) of the user
interface [161. These mechanisms allow for the creation and management of reusable widgets. It is this
extensibility along with its object-oriented design that makes the X Toolkit attractive to user interface
designers [14].

It is the programmer's choice of a widget set that determines the high-level "look and feel" of the user
interface. Just as there is no "standard" toolkit, there are many different widget sets supported by Xt
Intrinsics. lowever, as Young writes, ".. from an application programmer's viewpoint, most widget sets
provide similar capabilities" [16:12]. Some of the more popular widget sets include the Athena widget set
from MIT, the X Widget set from HP, and the Motif widgets from the Open Software Foundation.

The Open Software Foundation (OSF) was formed in 1988 by a group of UNIX vendors including,
among others, IBM, HP, and Sun Microsystems. The Motif widget set they created is designed to run on
such platforms as DEC, HP, IBM, Sun, and Intel 80386 based architectures [6]. Eric Johnson lists three
advantages to using Motif [6:4]:

1. Motif provides a standard interface with a consistent look and feel. Your users will have
less work to do in learning other Motif applications, since much of the work learning other
Motif applications will translate directly to your applications.

2. Motif provides a very high-level object-oriented library. You can generate extremely com-
plex graphical programs with a very small amount of code.

3. Motif has been adopted by many of the major players in the computer industry. Many of
your customers are probably using Motif right now. You'll do a better job selling to them
if your applications are also based on Motif.

Structurally, the Xt Intrinsics is built on top of Xlib. The Motif widget set, in turn, relies on tile
functions provided by the Xt Intrinsics. A typical application program may make calls to the widget set,
the Xt Intrinsics, or Xlib itself during its execution. This configuration is illustrated in Figure 1.

Many user interface designers elect to design their own widget sets. Some do it for the challenge,
while others design their own widgets out of necessity. A user interface designer may have a ieed for a
special widget not provided by any available widget sets. However, designing custom widgets decreases the
portability of the user interface code and of the application code in general [4].

3 Ada and the X Window System

Originally, Xlib, Xt Intrinsics and most widget sets were written in the programming language C. Until a
few years ago, there was no way for an application program written in Ada to use the X Vindow System.
1hcoit 0fforts have taken two approaches: Ada bindings to X and Ada implementations of the X libraries.
Most of the Ada bindings are tied to particular operating systems and will only work with a particular Ada
compiler. The Alsys, Meridian, and Verdix compilers, along with their derivatives, are used most often for
the bindings [1].

3.1 Ada Bindings to X

In 1987, the Science Applications International Corporation (SAIC) developed Ada bindings to the Xlib C
routines. Their work was performed under a Software Technology for Adaptable Reliable Systems (STARS)
Foundation contract, and is therefore in the public domain. According to Kurt \Vallnau, "... a substantial
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Figure 1: Typical X Windows Configuration

effort was made to map the C data types to Ada, and do as much Xlib processing in Ada as possible before
sending the actual request to the C implementation" [14:5]. The actual Ada interface is accomplished
through the use of Ada pragma interface statements [3]. Put simply, the pragma interface construct allows
an Ada program to call subprograms written in another language [2]. Figure 2 shows the configuration of
an Ada program using the SAIC bindings to interface with Xlib. In this figure, the application program
has no access to any tuolkits or widget sets.

In a manner similar to that used by SAI The Boeing Corporation recently developed Ada bindings
to a large subset of the Xt Intrinsics and the Motif widget set. Their code also provides access to a very
limited subset of Xlib functions and data types. Like the SAIC code, Boeing's effort was sponsored by
a STARS contract [7]. For the most part, the subroutine names and parameter lists closely mirror the
actual C routines. Also, Boeing added a few subprograms to assist in the building of some comnmonly used
parameter lists. The bindings require the Verdix Ada Development System (VADS) version 5.5 or higher
to execute. While the documentation on the software is relatively sparse, it does indicate which modules
would require changes in order to port the bindings to other systems.

Figure 3 shows the configuration of an Ada program using only the Boeing bindings. The dashed liles
indicate that a small portion of the Xt [ntrinsics and Motif functions are unavailable to the Ada program.
Also, the application program cannot access the majority of the Xlib functions.

The Ada application program accesses the Xt Intrinsics and Motif routines by calling the appropriate
subprogram in the bindings. For the most part, the bodies of the called subprograms contain code to
convert the Boeing data structures and types to the types needed by the corresponding C code. The
subprogram bodies then call internal procedures or functions that are bound to the Xt Intrinsics or Motif
routines passing in the converted parameters.

The biIngs developed by Boeing and the SAIC are available at no cost to the Department of Defense.
Recently, several other corporations have also developed binding- that are available for pu, Jiase I Th s,
companies have bicall taken one of two approaches. Some have followed the approach taken by the
SAIC and Boeing. Others, such as Hewlett-Packard, took an alternative approach. To alleviate the need
for much of the type conversion used by the SAIC and Boeing bindings, Hlewlett-Packard binds the Ada
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Figure 2: Application Program Configuration Using the SAIC Bindings

subroutines directly to the corresponding C code. This results in very little code in the package bodies.
To accomplish this, they make heavy use of Ada access types.

3.2 Ada Implementations

The USAF Electronic Systems Division recognized the need to write X Windows application programs in
Ada at a higher level than through Xlib alone. In 1989, they sponsored a STARS Foundation contract to
further research the capabilities of interfacing Ada and the X Window System [4]. The resulting reports
documented efforts at integrating Ada with the X Toolkit (Xt).

As part of this STARS contract, Unisys Corporation developed an Ada implementation of (not bindings
to) the X1lR3 version of the Xt Intrinsics. "Ada/Xt," as it is called, "provides an intrinsics package which
provides the functionality of Xt used to manage X resources, events and hierarchical widget construction"
[15:1]. This software package uses a modified and corrected version of the SAIC bindings to interface to
Xlib. Ada/Xt also includes a sample widget set consisting often Athena widgets and two lIP widgets [15].

Unisys elected to develop an Xt implementation rather than Ada bindings, as SAIC did. The reasons
for this included [14:9-10]:

1. The issue of widget extensibility. Ada bindings would require that new widgets be pro-
grammed in C.

2. The issues of inter-language runtime cooperation.

3. The issues of runtime environment interaction.

Figure 4 represents a typical Ada application program using the Ada/Xt interface. The Ada application
code can make use of the provided widgets, make calls to Ada/Xt, or make calls directly to the Xlib via the
modified SAIC bindings. Thus, the full flexibility of an X application program written in C is maintained.
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Figure 3: Application Program Configuration Using Boeing's Bindings

4 Saber: A Sample Application

Some user interfaces can be implemented by simply calling subroutines in the Xt Intrinsics and Motif
widget set. Others may require additional calls to selected Xlib routines. The object-oriented graphical
user interface for the Saber wargame [8] developed at the Air Force Institute of Technology fits into the
latter category. Displaying the graphical symbols for the airbases, aircraft missions, and land units required
the use of low-level Xlib subroutines.

Due to the need to access the Xlib, Xt Intrinsics and Motif libraries, it was clear that, as a minimum,
the SAIC bindings would have to be used. The choice remained of whether to supplement it with the
Boeing bindings or the Ada/Xt software developed by Unisys. Using the Ada/Xt software would have
required the full or partial development of an Ada implementation of the Motif widget set. The Boeing
software, on the other hand, already had bindings developed for Motif. Thus, we decided to utilize the
Boeing bindings in combination with the SAIC software to develop the Saber user interface.

The Saber user interface was also designed to use a hexagon (hex) widget designed by the Air Force
Wargaming Center (AFWC). This object-oriented widget contains routines to create and manipulate
hexboards. Routines are provided to display certain features inside of a hex. These features include
rivers, roads, cities, city names, forestation, and background color.

4.1 New Bindings for the Hex Widget

Since the hex widget is written in the C programming language, Ada bindings had to be developed. These
hex bindings were modeled after Boeing's bindings to the Motif widget set. Each procedure exported by
the hex widget had t3 have a corresponding Ada procedure. To aid in understanding, the Ada procedure
names were given the same names as their C counterparts except that underscores were inserted between
words. Thus, the C procedure "IHxSetllexLabel" became "lxSetIlex_ Label". The complete hidinig for
this procedure is shown in Figure 5.
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Figure 4: Application Program Configuration Using Unisys' Ada/Xt

As can be seen from the figure, the Ada procedure was implemented with another procedure nested
inside of it. The outer procedure is the one called by the application program. Thus, the application
program should declare variables of the appropriate type to pass into the procedure. The inner procedure
is what is actually bound to the corresponding C procedure. In order to distinguish it to the compiler, it is
given the same name as the outer procedure except that all underscores are removed. It should be noted
that the inner procedure has no body in the Ada code. Its body is actually the C procedure.

The actual binding was accomplished using the Ada pragma interface and pragma interface-name
constructs. In Figure 5, the pragma interface construct indicates that the inner procedure is to be bound
to a procedure written in the language C. The name of the Ada procedure is then paired with the name of
the corresponding C procedure through the pragma interface-name construct.

The primary purpose of the body of the outer procedure is to convert the Ada input parameters to
the types needed by the inner procedure for transfer to the C subroutine. However, the challenge in
developing the bindings was determining exactly what types of parameters should be passed to the C
procedures. Table 1 was developed to assist in this determination for some of the major data types. Given
the type and mode of the parameter in the outer procedure, the table lists the type for the variable in the
inner procedure. It also shows how the type conversion should be accomplished in the body of the outer
procedure.

In general, if a variable in the outer procedure has a mode of "out", then the corresponding variable
in the inner procedure must be of type "System.Address". This is because the C procedure must have the
address of the variable if it is going to set or change the value. One other important point is illustrated in
Figure 5. In C, all strings must be terminated by an ASCII null character. Ada strings, however, typically
do not end with this character. Thus, before sending the string address to the C subroutine, the ..\da
bindings append an ASCII null.
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procedure 9X.SetflexLabel( Her-_idget in WIDGET;

Hex- : in AFSLARGE.NA7"RAL;
Hex.¥Y in AFS.LARGE.ATURIL;

Label in STRING;
Redraw in BOOLEAN) is

procedure HBSetHexLabel( BexWidget in SYSTEK.ADDRESS;

Hex_ : in AFSLARGE..NATURAL;

HerY in AFS_LARGE.NATURAL;
Label in SYSTEN.ADDRESS;

Redraw in AFSLARGE.NITURAL );

pragma INTERFACE (C, BZSetHexLabel);

pragma IATERFACEIAME (HXSetHexLabel, "_HISetHexLabel");

TempLabel : constant STRING :- Label k ASCII.NUL;

begin

HXSetHexLabel( Widget.ToAddr( HexVidget ),

HerA,

HexY,

TempLabel(1) 'address,

BOOLEAN'pos( Redraw) );

end HXSetHex-Label;

Figure 5: Ada Binding to HxSetHexLabel

4.2 Combining the Ada Bindings

The relationship between the Saber user interface and the various Ada bindings is shown in Figure 6. This
figure accurately reflects that the Boeing software contains bindings to a small subset of the Xlib functions
in addition to the bindings to the Xt Intrinsics and Motif widget set. The user interface may make calls
to the Boeing bindings, the SAIC bindings, and the hex widget bindings. In fact, interactions between the
application program and the X Window System are made solel: through these bindings.

The Boeing bindings were the primary means of interfacing with the X Window System. while the
SAIC bindings were used primarily for the creation of the graphical unit symbols. Making the few calls to
the SAIC bindings was not straightforward because of inconsistent types used by the two sets of bindilgs.
Some inconsistencies were resolved by simple type conversion while others required the addition of new
subroutines to the software.

4.2.1 Type Conversions.

By necessity, the Bocing software contains Ada declarations of a few low-level Xlib rontines. These dec-
larations for such things as the X Window System display, windows, and drawables were needed because
the Xt Intrinsics provides functions to return these values that are created when the connection with lie
X server is established and windows are displayed on the screen.

Several of the SAIC procedures used to create the unit symbol pixmaps required these values as pa-
rameters. Two methods were used to convert the values to the types needed by the SAIC code. The first
was a simple type conversion as in the following example that converts a float number to an integer:

integer-number := integer( floatnumber );

The second method used unchecked conversion, a predefined generic function provided as part of flhe
A\da language. This generic function had to be instantiated with a source type and a target type for ,ach
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Table 1: Parameter Conversion Rules

' Outer Procedure Inner Procedure
Paramneter ye Mode Parameter Type Method of Type Conversion

Widget in System.Address XT.WidgetTo-.Addr(variable-name)a
out XT.AddrToWidget(variable-name)

AFSLargeNatura' in AFSLargeNatural none
(integer > 0) out System.Address variable-name'address

String in System.Address variable-name( 1)'address
out __________________

Boolean in AFSLargeNatural Boolean'pos(variableianame)
out System.Address localvariahlejiameaddress

aXT is an abbreviation of the Boeing package "X.TOOLKIT.INTRINSICSOSF"
bThis type is defined in the Boeing package "AFS..BASICTYPES"

conversion to be performed. An example instantiation to convert a variable of type "DisplayPointer"
returned by Boeing's XtDisplay function to a variable of type "Display" for use in the SAIC routines
follows:

function DisplayIdFromXtDisplay is new Unchecked-Conversion
( Source => XLIB.DisplayPointer,
Target => X-Windows.Display );

The unchecked conversion utility allows a sequence of bits, an address in the above example, to be
treated as a variable of two different types. However, this capability should be used with caution. As
Cohen writes, "Abuse of this capability can subvert the elaborate consistency-checking mechanisms built
into the Ada language and lead to improper internal representations for data"[2:804]. For the Saber user
interface, however, this was the only way to pass certain variables created through the Boeing bindings as
input parameters to the SAIC subroutines.

4.2.2 Problems With SAIC Data Structures.

Since the initial connection with the X server was made through tl.e Xt Intrinsics via the Boeing bindings.
and not through the SAIC code, several internal SAIC data structures were not initialized. Because these
data structures were not init'-lized, some functions provided by the SAIC bindings could not be used.

Two of the functions that fell into this category were Default-Depth and RootVindow. The results
returned by these functions were needed for the creation of the unit symbol pixmaps. To obtain these
values, a binding was created for each function and added to the Boeing bindings. Before the values could
be used by the SAIC subroutines, however, they had to be converted to the corresponding SAIC types. The
value returned by Root_ Window was converted using the unchecked conversion described in the previous
section, while the value returned by DefaultDepth was converted through simple type conversion.

5 Issues Affecting the Object-Oriented Design

We conducted a high-level design of the Saber user interface in the normal object-oriented fashion: identi-
fying the primary objects and object classes, the object attributes, and the methods. lowever, peculiarit ies
of the Xt Intrinsics require certain changes in the detailed design of the controlling modules. The objects
amid object classes by themselves are not useful until objects are instantiated. Objects can be instantiated
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Figure 6: User Interface Relationship to the Ada Bindings

by another object or by some controlling module. In many programs, this controlling module is referred to
as the main driver procedure. Unfortunately, this design does not work very well for programs which use
the Xt Intrinsics. The reason for this is that the main procedure, after performing various initializations,
typically enters a main loop through a call to the XtMainLoop function. This routine is an infinite loop
that retrieves and dispatches events from the X event queue. When an event is dispatched for which a
callback has been registered, processing in the main procedure is suspended and some other subroutine is
executed. These callback procedures are the ideal place for object instantiation to take place.

The application programmer has a range of options available when developing the callback procedures.
At one end of the spectrum, an individual callback can be written for every event that the program needs
to be made aware of. For example, each button on a pulldown menu can have its own callback proceduhre.
At the other extreme, a single callback can be written that handles all events. If this method is use,'
the callback procedure must be able to determine what type of event triggered the callback. This can
be accomplished by examining the event record created by the X Window System and passed as input
to the callback procedure. Another way to determine what the event was is through the use of "clieiit
data" passed to the callback. This data is specified by the programmer when registering callbacks with
the system. The client data can be of any type, and used for any purpose, that the programmer wishes.
Thus, the client data could be used to identify why the callback procedure was entered.

When designing the arrangement of the callbacks, it is important to take into consideration the Motif
widget hierarchy. The widgets used in an application program can be arranged in a hierarchy witi all
widgets, except for the top level widget, having exactly one parent widget. Tile widget id of the parent
must be specified whenever a new widget is to be created. Thus, if a procedure is to create a new widget,
it must have .,.cess to the widget's parent. One method of obtaining the parent's widget id is to receiv, it.
as an input parameter. By default, callback procedures always receive a parameter specifying the widlt
for which the callback was registered. If this widget is not the desired parent, then another alteriat ive is
to pass the parent's wi(lgrt id as ci'lnt data. Unfortunately, the parent's widget id may not, be known aIt
the time when the ,-diback was registered. In this case, the only alternative is to make thle parent widgetl
gl'obally available to the callback procedure. This, then, suggests that the callback procedures be grouwd
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such that all ne-ded parent widgets are visible. It makes sense to keep the group of global variables and
associated callbacks as small as possible.

For the Saber user interface, several of the instantiated objects are either widgets themselves or require
access to certain widgets. Since the selection of items on the menus presented to the user often involves
the creation or manipulation of these objects, the design called for one or m, re controller packages that
contained the callback procedures for each menu item. If the menu items can be separated into groups
such that each group of associated callbacks deals with a single or small set of widgets and objects, then
it is sometimes possible to develop a separate controller package for each group.

It is important to realize that the design is still object-oriented. The issue is when and where the
objects are to be instantiated.

6 Limitations of the Bindings

The bindings written for Xlib, Xt Intrinsics and Motif widget. set proved to be an indispensable part of
the Saber user interface. While there were some weaknesses noted in the software, as a whole the bindings
were able to directly or indirectly satisfy the requirements for the user interface. One pfoblem common
to the bindings is that they were designed for specific versions of the X software. Specifically, the SAIC
bindings are for X 11R3 and the Boeing bindings are for Motif V1.0.

6.1 Boeing Bindings

The first thing one notices when looking at the Boeing software is the lack of documentation. For the most

part, the only documentation is in the form of section titles which separate the subroutines into topical
categories. Thus, it would help if the application programmer is already familiar with the Xt Intrinsics
and Motif widget sct before trying to use the Boeing bindings. Furthermore, a few of the subroutines
do not have nice, clean bindings to their corresponding C routines. These Ada subroutines use sparsely
documented data structures that are defined within the bindings and that have no counterpart in the C
code. It takes some time to learn what these data structures are for and how to use them properly.

A second weakness is that the bindings do not cover every Motif and Xt Intrinsics function. 'hiis fact
is made clear in a "README" file that comes with the software. Some of the "missing" procedures can
be added without too much difficulty. Other functions require a little more thought.

Tile third drawback to using the Boeing bindings is that they are currently tied to the Verdix Ada
Development System (VADS) version 5.5 or higher. The bindings make use of the "C.Strings", "AStrings",
and "CommandLine" packages provided with the VADS library. The use of these packages restricts the
portability of the application software. The "README" file included with the Boeing bindings indicates
which modules would have to be changed to port the software to machines with different Ada, compilers.
Ilowever, the rewuired changes should not be attempted by a novice Ada programmer.

6.1.1 Hardware Dependencies.

Even if a system does have VADS version 5.5 or higher, there is no guarantee that the Boeing hiiings
will work correctly. We found this out the hard way when attempting to use the bindings on a Sun 3S6i
machine running VADS version 5.7 with Unix. Several test programs were written to gain familiarity with
the bindings. hlowever, they aborted with "Segmentation Faults" when executed. Analysis of the code
showed that they were syntactically and semantically correct.

It was later determined that there were two problems, neither of which were caused by the Boeing
bindings or the test programs. The causes of the problems were found in the August, 1991 edition of lite
V.A DS Connection. According to the Verdix Corporation, there are three potential problems areas (o be
awvare of when writing programs that interface with C. These are parameter passing conwntions. re.'islt
usage, and parallelism. In this case, it was the first two areas that were causing the test program to abort.

The Verdix Corporation described the parameter passing conventions as follows[13:8]:
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In many cases, C does not use the same parameter passing conventions as Ada. When calling
C from Ada this is not a problem, because VADS automatically generates a C calling sequence
whenever pragma INTERFACE is used. When calling Ada from C, however, there can be a
problem. Verdix has implemented pragma EXTERNAL, which will cause an Ada subprogram
to accept a C calling sequence, but this is only available in version 6.0.5 and above.

The problem encountered with register usage had to do with differences in the ways Ada and C use
registers. According to the Verdix Corporation[13:8]:

For the 386.. .C expects the call to save and restore any registers it modifies, other than eax.
Ada expects the caller to do the saving. This works fine when Ada calls C, but screws things
tip when C calls Ada. These register saves must be done manually, through the use of machine-
code insertions.

At first glance, it did not appear that these issues would be causing the problems. It was obvious
that Ada was making calls to C through the Boeing bindings, but it was not readily apparent that C was
making any calls back to Ada. However, C was making calls to Ada inside of the XtMatnLoop procedure.
Specifically, after the pushbutton is pressed, the C procedure XtDispatchEvent eventually causes control
to be passed back to the Ada callback procedure that was registered with the pushbutton. It was at this
point that the abovementioned problems caused the "Segmentation Fault".

lowever, we stress that this was not a problem with the Boeing bindings. Rather, it is inherent in
the way callback procedures are dispatched. The test programs and the Boeing bindings worked correctly
when tile software was executed on a Sun Sparc Station 2.

6.2 SAIC Bindings

We also encountered a problem with the SAIC bindings, when we used them for the creation of the graphical
symbols used to represent the air and land units in the Saber user interface. The problem was found when
trying to read in the bitmap data created with the Bitmap editor provided with the X Vindow System
software. This simple drawing program allows an application programmer to interactively create bitmap
patterns. The pattern is saved in a special format that can be read in by an application program through
calls to appropriate Xlib subroutines.

The Bitmap program outputs the bitmap data in groups of two hexadecimal digits. Thus, each of these
two digit numbers is in the range 0 . . FF (or, in decimal, 0 . . 255). However, the SAIC bindings read
each two digit number into an eight bit data structure called "Bit-Data" that can only handle numbers in
the range -27. . 27 - I (or, -128 . . 127). This means that any hexadecimal number greater than 7F is
considered out. of range.

Analysis of the errors revealed that the SAIC programmers made a previous attempt to correct this
problem. \Ve coded and tested a solution to the problem that solved the problem without creating any
new errors.

7 Conclusion

In this paper we have presented a brief overview of the X Window System along with recent efrorts for
incorporating its use into Ada programs. One method involving the use of Ada bindings to X was presented
in some detail. These bindings served as a example for developing new bindings for a user defined widget.
While there were a few exceptions, most of the Ada subprograms bear a close resemblance to their C
counterparts. Thus, anyone familiar with the calling sequences for the Xlih, the Xt Intrinsics and Ihe
Motif widget set should be able to understand tile functionality of Ada programs that use tile Boeing and
SAIC bindings.

The impact of the X Window System on object-oriented design/programming was also discussed. Vhile
object definition is unaffected by X, new methods are needed for object instantiation and control. This is
because of tile main loop that is entered to obtain and dispatch events from the X server.
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The continued use of the SAIC and Boeing bindings is encouraged for the development of graphical
user interfaces in Ada.
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